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Abstract. We are developing an environment in a cyber-society that
will support people in the cyber-society to communicate with members in
communities, and to form, maintain, and evolve communities. This paper
proposes a common platform that provides the foundation for the various
applications to be used in this environment. The platform, named Shine,
is designed as a multi-agent architecture. We will discuss requirements of
the design such as the organization of modules, communication protocols
for agents, and user modeling.

1 The necessity of socialware and its platform

As public communication networks such as the Internet continue to grow, soci-
eties outside of real society, i.e., cyber-societies, are going to continue to appear
on the networks. A cyber-society has the advantage of providing communication
capabilities to real society that are free from geographical or temporal con-
straints. Because people are unable to deal with too much information or too
many other humans, however, they will tend to lose proper perspective for acting
or will hesitate to act and end up isolated in such a society.

In real society, although we only meet others in a physically limited sense, all
of us are successful in creating communities of various people. In a community,
both people with common interests and goals, and similar knowledge, and people
with differing interests and goals, and different levels of knowledge, exist. We can
enjoy conversations with those sharing our interests and collaborate with those
sharing our goals. Moreover, we can deepen our knowledge in discussions with
those having different opinions. In this way, we can actively communicate within
relatively small but satisfactorily heterogeneous groups. Moreover, community
feelings develop from such continual communications, and these community feel-
ings help further smooth the communications that takes place.

Communities in a cyber-society must also develop in a similar way for im-
proved communications. Actually, some active communities already exist in
cyber-societies. At present, however, many people are worried about the over-
abundance or the lack of information and people, and so it is difficult to form
and maintain communities. To overcome this difficulty, a new communication
environment is needed that can provide an appropriate range of activities for
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Fig. 1. Socialware

each person, can understand the diversity of knowledge and situations among
community members, and can help achieve the potential of the community.

With this motivation, research on communication systems for communities
on networks has been growing recently [3]. We call such systems “socialware”
[2]. Socialware supports

— communications exploiting advantages of communities, and
— community formation, maintenance, and evolution

as shown in Fig. 1.
It is easy to think of many applications of socialware. Several applications
for communications exploiting advantages of communities are follows:

— Circulation of information via human networks, such as word-of-mouth com-
munications, recommendations, and collaborative filtering [12].

— Arrangement of informal, suggestive or creative conversations, such as brain-
storming sessions [1, 5].

— Establishment of efficient collaborations for developing resources such as
software and databases.

— Arrangement of localized and informal economic activities, such as bazaars
and flea markets.

On the other hand, several applications supporting community formation,
maintenance, and evolution are as follows:

— Arrangement of effective meetings and notification of community feelings
[8, 13].

— Coordination of collaborations and conversations in a group [6, 7].

— Planning for establishing user identities in communities.
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While we can think of a variety of socialware applications, some of the func-
tions of these applications are commonly required. These functions include:

1. The dynamic adaptation of acquaintance relations or group formation,

2. An analysis of each person’s features, role, and situation within a community,

3. An interface that links a user’s community feeling and a system’s logical
information, and

4. Flexible and intuitive communication utilities.

At the present, however, there is no software environment able to integrate
these common functions. Consequently, there exists no cooperation among ap-
plication programs, or the sharing and reuse of program parts in application
development. For this reason, we propose a platform named Shine! as a com-
mon base for various socialware applications and discuss how the platform is
achieved. Specifically, Shine is designed as a multi-agent system.

2 The functions required by Shine

In this section, we examine the functions required by Shine because they are
common to various socialware applications.

2.1 Dynamic adaptation of acquaintance relations and group
formation

Most of the socialware application programs available today were designed as
client-server (CS) systems, and so their control mechanisms and data are cen-
tralized. Such conventional CS architectures, however, isolate the activities of
the clients of each server, and consequently, users are unable to expand their hu-
man relations with users of other servers. On the other hand, providing a huge
unique server to overcome this limitation is far from realistic from the viewpoint
of scalability.

In Shine, we adopt a decentralized, multi-agent architecture to tackle this
problem. In our approach, the control mechanisms and data for human relations
are distributed to each person. Namely, the Shine system provides each user an
agent that is dedicated to the person’s social interactions.

In a decentralized multi-agent system, no agent knows every other agent. It
is therefore necessary to consider how agents will encounter other agents. In real
society, people meet many unknown others but can flexibly reorganize groups
to match situations. Our goal is to bring the group dynamism of real society
to cyber-societies. In Shine, an agent exchanges personal information with other
agents and they all collaboratively perform the necessary actions to change group
formation dynamically (e.g., mediation or introduction).

! The name “Shine” is derived from the Japanese word Hikaridai (meaning the table-
land of shine), which is the name of the location where Shine is being developed.
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2.2 Analysis of each person’s feature, role and situation within a
community

To analyze a person’s features, role, or situation in a community systematically,
a socialware application has to adopt a kind of user model. By following a specific
user model, the application can store data about the attributes and status of
others into a database and can use the data for analysis.

One of a number of user models can be used depending on how it regards a
human. For example, when a user model considers a human to be a knowledge
source, it can describe the person in a knowledge representation language [9]. To
roughly represent a person’s interests, feature vectors of the vector space model
are suitable [13]. In addition, there is a method that prescribes communication
processes as protocols and describes communication entities as state transition
systems [4] to model each person’s situation and conversation flow.

Each current socialware application uses a suitable user model. For Shine
to achieve cooperation among application programs and the sharing of parts
in application development, however, it requires fundamental data types and
operations to abstract all of the user models. Accordingly, Shine adopts object-
oriented programming with the notion of inheritance, and provides a library of
such fundamental data types.

2.3 An interface that links a user’s community feeling and a
system’s logical information

A socialware application program needs a user interface that allows users to
relate their feelings about acquaintances to the system and to understand in-
tuitively the meaning of the logical information owned by the system follow-
ing a user model. Therefore, Shine not only provides popular user models but
also interface libraries for those models. Such interface libraries of user models
may include visualization mechanisms and other mechanisms that use available
human-computer interaction media.

2.4 Flexible and intuitive communication utilities

Complex communications takes place in communities in that it is impossible
to describe when who is talking about what where. Besides, when we try to
determine whom to communicate with, especially when we want to broadcast
a message to community members, it is important that the communications
must adapt to all dynamic changes in the community formation and be linked
to the community feelings of users. Shine provides a function that can flexibly
determine the range of communications based on the data including the features
and status of others.
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Fig. 2. Internal structure of a Shine agent

3 Design and implementation of Shine

In the previous section, we examined functions that are common to various
socialware applications and therefore required to be implemented by Shine. As
discussed, it is suitable for Shine to be designed as a multi-agent system.
Figure 2 shows the design of a Shine agent’s internal structure. The agent is
divided into two layers: one layer depends on the domain of applications (Appli-
cation Layer) and the other layer is common to Shine applications (Shine Layer).
The Shine Layer supports each module of the Application Layer as follows.

— For the user interface, Shine helps to link a user’s community feeling and a
system’s logical information.

— For the body of an application program, Shine enables a person to take
advantage of being in a community by analyzing the features, roles, and
situations of people.

— For the interface enabling communications with others, Shine provides the
ability to adapt to the dynamic changes in acquaintance relations and group
formation.

In addition, Shine Layers themselves communicate with each other to ex-
change user data for mediation and/or member-introduction purposes when
other functions require them. Accordingly, the network of Shine agents is also
layered as shown in Fig. 3.

Incidentally, the following conditions are required for a programming lan-
guage to implement Shine applications.
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Fig. 3. Layered network of agents

— It should be suitable for distributed environments.

— It should be object-oriented for the purpose of abstracting user models.

— It should allow programmers to easily build user interfaces able to handle
community feelings.

Java is one of the languages that satisfies these conditions and that has been
widely popularized. We will therefore provide Shine as a Java class library.

4 Example: Community Organizer

This section describes an example of a Shine application. The Community Or-
ganizer [2, 13] is a socialware application that the authors are developing. This
system supports the formation of new cyber-society communities as well as the
communications among community members by visualizing potential communi-
ties in accordance with the degree of common interest of users. Figure 4 is a
sample image of the Community Organizer.

This system calculates the degree of common interest (i.e., a relevance value)
for each user pair, and then places user icons in a plane to reflect the relevance
values between the pairs. An icon that corresponds to a user is placed in the
center of his/her view. All of the users can see information about other users
who share common interests, and can broadcast messages to them. This system
is expected to encourage all users to meet and exchange ideas by providing such
information.

Although the present version of the Community Organizer is an indepen-
dent client/server system, it can be revised for porting to the Shine platform.
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Fig. 4. Sample image of the Community Organizer (Japanese version)
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Fig. 5. The Community Organizer based on Shine

The Community Organizer uses a vector space model of an information retrieval
technique as the user model. Because Shine provides a library for this model, the
program of the Community Organizer can make use of prepared methods such
as the cosine measure [11]. Furthermore, the user interface of the Community
Organizer can choose its visualization mechanism from Shine’s vector space vi-
sualization library, which includes not only the spring model [13] but also other
mechanisms such as the dual-scaling method [5].

With the Community Organizer as a client/server system, those users repre-
sented on the display as icons are only in groups whose members are registered
on the server. Unfortunately, this situation lacks flexibility and makes the society
of users closed. Using Shine, however, the Community Organizer can become a
distributed multi-agent system because the Shine layer of each Community Or-
ganizer agent is responsible for communications with other agents by mediation
and/or/the introduction of other members.

The architecture of the Community Organizer based on Shine is shown in
Fig. 5.

5 Conclusions

In this paper, we proposed a platform named Shine which can provide common
functions for various socialware applications and discussed how to achieve the

platform.
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Much work remains to be done, however. At first, we are going to study
the architecture of Shine more precisely, and implement it. We plan to do this
work in parallel with the development of socialware applications such as the
Community Organizer [2, 13] and Gleams of people [10]. There are also various
other matters to deal with, for example, privacy issues.
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